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Numerical Optimization MethF

Gradient descent e SNOBFIT
Nelder-Mead e Bayesian optimization
Swarm optimization o




Which aspects are important for falsification

e No gradient

e Not getting stuck in local minima
o Do not gravitate to local minima

e Having a defined “area” to search in
o Extreme values often lead to bugs



“make negative”
rather than
“minimize”
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complexity =
sum of slope
changes

the least complex graph
e that fits the existing points
| L AND goes negative




keep going }













“Line falsification”
Simple, fast
Exercises “extreme values” in the box
Is not sensitive to local minima
Is not very sensitive to #dimensions

o Can ignore dimensions that don’'t seem to matter
o 100s of inputs
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type DBool = Double {- >=0 -}

false, true :: DBool

false = inf

true =0

(&&), (|]) :: DBool -> DBool
X && y = x +y

X || Yy =X min" vy

-> DBool




type DBool = Double {- >=0 -}

(>=?) :: Double -> Double ->
X >=?y

| X >= vy = true

| otherwise =y - x

DBool

N\

|\

a specification logic
of “valued booleans”

|
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problematic behavior
caused by discrete
choices

(discontinuities are
not the problem!)

(functions not

indicating where
they’re going are)

X



a table of alternative
values, and distance

to them

type for representing
simulation values

|

data Val a = Val a [ (a,DBool) ]

the actual
value




instance Applicative Val

pure :: a -> Val a

pure x = Val x []




instance Applicative Val

1lift2 :: (a -=> b ->¢) ->
Val a -> Val b -> Val ¢

lift2 f (Val x xds) (Val y yds) = Val (f x y) zds
where
zds = table (
| (f xy’, d) | (y',d) <- yds ] ++
L (Fx"y, d) | (x',d) <- xds | ++

/—///<7 (f x' y’, d1+d2) | (x',d) <- xds
) , (y',d) <-yds ])

table chooses the
minimum distance J

-




ifThenElse ::

Val Bool ->
Val a -> Val a -> Val a




plot the distance to
a negative result

f :: Val Double -> Val Doubfé
f x = ifThenElse (x <=? 10.0)

?ifThenElse (x >=? 10.1)
(20-x)
(-1))

want to automate
instrumentation
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data State

Spec1 | Spec2 | Spec3

current state +
continuous inputs o
alternative states P \ &)perty ok \
\

system :: Val State -> [Double] _> Val Bool
system st xs = ... system st’ xs'’




Summary

Very effective method for finding bugs in hybrid systems
o flexible (e.g. math / black-bo

compares well in
typical bencpmarkg

used in physics! }

“Additive” valued booleans

4\ (lasers)
Our own numerical optimization method

o good at finding negative values (vs. minimization)

How about fully discrete systems?



(show should really
be non-deterministic)

parse :: String -> Maybe T
show :: T -> String
prop_parse _show (x :: T) = prop_show parse (s :: String) =
parse (show x) == Just X let pres = parse s in

isJust pres ==
== show (fromJust pres)

let pres
isJust
S ==

prop_show parse’ (x :: T) =
let s = show x in

= parse s in
pres ==
show (fromJust pres)




parse q d (c:s) =
case ¢ of
‘(" 1 q==86 ->
parse 0 (d+1) s

'+ | g==11]] q==2->
parse 0 d s

") 1 g=11]|q==2 ->
parse 2 (d-1) s

_ ] '8 <= c & c <= '9' & (q ==0 || g ==1) ->
parse 1 d s

[]1 =
&& (q == 1 || q == 2)




parse q0 q1 q2 d (c:s) =
case c of
‘(" | q8 ->
parse True False False (d+1) s

+' | a1l || 92 ->
parse True False False d s

Dt lat || 92 ->
parse False False True (d-1) s

_ | '6' <= c & c <= '9' && (q0 || q1) ->
parse False True False d s

_ =>
False

parse g6 q1 q2 d [] =
d ==0 & (q1 || q2)




parse q0 q1 q2 d (c:s) =
parse q0' ql1' q2' d' s

where
qe' = (c == "(' && q8) || (c == "+' && (q1
ql' = '0' <= c && c <= '9' && (q0 || q1)
q2' = (c == ")" && (q1 || q2))
d" =d + one (¢ == '(' && @) - one (c ==
one False = 0
one True =1

parse g6 q1 q2 d [] =

d ==0 & (q1 || q2)

1l 92))

') && (q1

|l 92))




parse :: Val Bool -> Val Bool -> Val Bool -> Val Int -> [Val Char]

-> Val Bool
parse q0 q1 q2 d (c:s) =
parse gq9' q1' qgq2' d' s
where
g8’ = ((c ==. "(') &&. q08) ||. ((c ==. "+") &&. (q1 |]|. q2))
ql' = foldr1 (|].) [ c==. w | w<-['06".."9"]1 ] &&. (g0 |]. q1)
92" = ((c ==. ")") &&. (q1 ||. q2))
d" =d + one ((c ==. '(') &&. q0) - one ((c ==. ")') &&. (q1 |]. q2))
oneq| q>0.1T=20
one = 1
parse q0 q1 q2 d [] =
zero d &&. (q1 || ) (»
done manually but

L systematically
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.132590624093993 "7+6773+420+(93497+9,"
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How about symbolic evaluation (using SAT/SMT)?
e \We can handle more complicated arithmetic

e \We can abstract away completely over unknown functions
o black-box

e Everyrunis an actual run
e State space exploration can explode

e Clearly a complement to random testing



finding bugs
In type systems



(demo)

https://ifc-challenge.appspot.com/



https://ifc-challenge.appspot.com/

The Information Flow Control Challenge consists of 10 challenges to
leak the secret in the face of increasingly hardened information flow
control mechanisms.

Start the IFC Challenge




constraints &
variables over

scalable finite domains

SAT

other theories
via SMT




IFC Challenge in SAT (take 1)

Var, Expr Assign | Skip | Throw |
Seq | If | Catch
(exactly one)



IFC Chal add constraints about W(take 1 )

s2,err2,s3,....err4,s4’

/\say that s37] = s3[h] J

1 run

err3, s3’

err4, s4’
all variables

add for all
runs

s1

[a few milliseconds }> solve




IFC Challenge in SAT (take 1)

solver knows solver knows
about types about semantics

trees are
wasteful what about
loops /

recursion?

what about
non-finite
types?




Size-based tree encoding

Var, Expr Assign | Skip | Throw |
Seq | If | Catch
(exactly one)



Size-based tree encoding

extra variable constraints

“pointer” based on arities
( > of constructors

~N | works well for
other constraints are arities <= 2

a bit more
kcomplicated

J

N NN

SAT problem
MUCH smaller,
more scalable



Size-based tree encoding

constraints have to
pick the right si’

sn errn, sn’



Non-termination / loops

have a maximum
number of loop takes
for a semantic run

maximum
number of
function calls

size of the number of
: dependent on the
program variables T
enumerate thesc
sjize of in some way

expressions



Summary

e Works OK to find bugs in type systems
e hand-coded

e Problems with:
o unbounded program execution
o more complicated data types (e.g. lists)
o scalability



type checkers
(implementation)

Experiment - use Val + numerical optimiza! want to find bugs in J

e Similar coding of type systems
o But, don’t care about many details

e Still hand-coded

e Could find the same bugs as SAT, in similar running times
o No problems with coding types, bounded running times.
etc.



speculative part



|dea: instrument a type checker with Val

e Still, hand-coded
o but systematic

e Have it compute the “distance” to when things go wrong

e Use numerical optimization



|dea: instrument a type checker with Val

e Still, hand-coded
o but systematic

e Have it compute the “distance” to when things go wrong

e Use numerical optimization



(

new project starting

2026
NULL-pointer

Numerical optimization methods

ORI or automated bug finding in software

rpose and aims

non-interference oject is about investigating how numerical optimization methods can be used to
utomatic generation of test cases in order to search for difficult to find bugs
ware.

Earlier work. The inspiration for this project comes from our earlier work on specification
and testing of hybrid systems [1]. In a hybrid system, discrete software interacts with
. inuous physics. An example is the adaptive cruise controller in a vehicle; the discrete
real-tlme are reads inputs from the sensors (radar and speed) and provides control signals to the
COnStraintS ; the engine and the cars on the road are described by continuous physics. A possible
operty is: the distance between our car and the car in front of ours should always be

more than, say, 10 meters. How can we generate test data to test a property like that?

Here is what we did: (1) Rather than expressing the d

safety property as a boolean statement that is merely L J
true or false for any run of the system, we instead Q*O /)*O’
express the property as a real* number p that indicates o

how close to being false the property is. For example, for the cruise controller, we would
eimblv tice n=d-10 where A ic the dictance bhetween the care in metere If >0 the cafety




1 PhD student

-

(&

/\
/N
working on bug

finding using
numerical
optimization y

1 post-doc
/\
N
-
working on
programming
language semantics
- J




